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**1. Особенности технологии СОМ в .NET**

Для обеспечения совместимости с программами клиент – сервер разработанными в средах программирования не .NET (например на языках DELPHI или С++ Builder)

.NET среды программирования поддерживающие С# позволяют решать следующие задач:

* Использовать в C # - приложениях СОМ –объекты созданные в предшествующих языках, путем их преобразования в сборки  **.NET**
* Создавать в C # - приложениях СОМ- объекты предназначенные для использования в предшествующих языках
* Использовать в C # - приложениях СОМ –объекты созданные в C # - приложениях но при этом они используются как обычные сборки  **.NET**

**2. Создание СОМ сервера**

Создание СОМ сервера в C # сводится к созданию специализированной библиотеки классов (модуля \*.dll) в который включается класс снабженный атрибутом **[ClassInterface(ClassInterfaceType.AutoDual**)] в состав которого включаются интерфейсы содержащие методы предназначенные для вызова пользователями. В классе могут присутствовать также собственные методы(не включенные с состав отдельных интерфейсов. Для поддержки технологии в состав сборки следует включить библиотеку using System.Runtime.InteropServices;

В рассмотренном ниже примере определены два интерфейса:

* Интерфейс IMath1 в составе которого определены методы

int Multiply(int x, int y)

int Divide(int x, int y);

* Интерфейс IDBTab в составе которого определен метод

DataTable getTab(string NameT);

В примере создается сом – сервер CLibCOMtest

содержащий СОМ –объект в виде класса ImpClass в который включены эти интерфейсы и реализованы их методы

Код сборки выглядит следующим образом

using System;

using System.Collections.Generic;

using System.Runtime.InteropServices;

using System.Linq;

using System.Data;

using System.Data.OleDb;

using System.Text;

namespace CLibCOMtest

{

public interface IMath1

{

int Multiply(int x,int y);

int Divide(int x, int y);

}

public interface IDBTab

{

DataTable getTab(string NameT);

}

[ClassInterface(ClassInterfaceType.AutoDual)]

public class ImpClass:IMath1,IDBTab

{

public ImpClass() {}

public int Multiply(int x,int y)

{return x\*y;}

public int Divide(int x,int y)

{

if (y == 0) throw new DivideByZeroException ();

return x/y;

}

public DataTable getTab(string NameT)

{

OleDbConnection cn = new OleDbConnection(@"Provider=Microsoft.Jet.OLEDB.4.0;Data Source=D:\ASOER\_CB\ASOER\_DB\ASOER\_ML.mdb");

cn.Open();

OleDbCommand cmd = cn.CreateCommand();

cmd.CommandText = "Select \* from " + NameT ;

OleDbDataReader rdr = cmd.ExecuteReader();

DataTable dt = new DataTable();

dt.Load(rdr);

return dt;

}

}

}

**Для правильного формирования COM – сервера и его автоматической регистрации**

**необходимо установить два управляющих флага для проекта (Цепочка: Project -> имя\_проектаProperties:**

* **на вкладке Application ->** кнопк**а Assembly Information,** и в окне **Assembly Information** включить флажок **Make Assembly COM –Visible**
* **на вкладке Build** включить флажок **Register for COM interop**

**3. Ручная регистрация сервера и создание библиотеки типов**

**Раннее связывание клиента на основе модели компонентных объектов СОМ с компонентами .NET**

Ранне-связываемые клиенты на основе модели компонентных объектов Microsoft (СОМ) обычно используют информацию библиотеки типов для доступа к компонентам на основе модели компонентных объектов Microsoft (COM). Такая информация представляет собой удобный способ создания экземпляров классов на основе модели компонентных объектов Microsoft (COM), определенных в этих компонентах, созданных на основе модели компонентных объектов Microsoft (COM). Информация а библиотеках может храниться в файлах TLB, динамически подключаемых библиотеках (DLL), специализированных управляющих элементах OLE (OCX) и исполняемых файлах, однако только файлы TLB специально предназначены именно для этой цели.

Упаковщик Callable COM Wrapper, CCW)на основе модели компонентных объектов СОМ формирует из неуправляемого кода СОМ управляемым кодами .NET

Библиотека типов может быть сгенерирована с помощью утилиты Tlbexp.exe (Assembly to Type Library Converter — Конвертер сборки в библиотеку типов) из метаданных в сборке .NET. Библиотека типов позволяет клиентам на основе модели компонентных объектов Microsoft (СОМ) просматривать компоненты .NET так, как будто они являются обычными компонентами, построенными на основе модели компонентных объектов Microsoft (COM). Традиционный клиент на основе модели компонентных объектов СОМ может использовать информацию в полученной библиотеке типов для доступа к компонентам .NET, применяя раннее связывание.

Ниже приведен синтаксис для вызова утилиты командной строки Tlbexp. exe

**Tlbexp AssemblyName [параметры]**

Где AssemblyName – имя DLL (\*.dll)библиотеки содержащей СОМ - объект  
Параметры утилиты:

* /out:FileName Имя файла выходной библиотеки типов (\*.TLB  
  /nologo Подавляет вывод протокола
* / silent (тихий) Подавляет отображение сообщений
* / verbose (подробная) Дополнительная информация
* /? или /help (помощь) Вывести сообщение - справку по использованию

Утилита Tlbexp открывает для модели компонентных объектов СОМ только управляемые общедоступные (public) типы. Клиент на основе модели компонентных объектов СОМ никогда непосредственно не ссылается на СОМ-класс, а вместо этого имеет дело только с интерфейсом класса. Значение AutoDual (Автодуальный), которое задано в атрибуте Classlnterface (ClassInterfaceType: : AutoDual), автоматически генерирует дуальный (двойственный) интерфейс для доступа к СОМ классу . Ранне-связанные клиенты на основе модели компонентных объектов Microsoft (СОМ) могут использовать данный файл \*.tlb во время компиляции

Содержимое файла библиотеки типов можно просмотреть , используя сервисную программу для просмотра объектов OLE/COM — полноекранную утилиту Oleview.exe, расположенную в папке утилит SDK среды NET

// Generated .IDL file (by the OLE/COM Object Viewer)

//

// typelib filename: CLibCOMtest.tlb

[

uuid(0A7D2EFF-3462-46E2-9458-2CEB9E4EE186),

version(1.0),

custom(90883F05-3D28-11D2-8F17-00A0C9A6186D, "CLibCOMtest, Version=1.0.0.0, Culture=neutral, PublicKeyToken=null")

]

library CLibCOMtest

{

// TLib : // TLib : mscorlib.dll : {BED7F4EA-1A96-11D2-8F08-00A0C9A6186D}

importlib("mscorlib.tlb");

// TLib : OLE Automation : {00020430-0000-0000-C000-000000000046}

importlib("STDOLE2.TLB");

// Forward declare all types defined in this typelib

interface IMath1;

interface IDBTab;

interface \_ImpClass;

[

odl,

uuid(DBB27999-6975-3B7F-A0E4-BBBFD924A011),

version(1.0),

dual,

oleautomation,

custom(0F21F359-AB84-41E8-9A78-36D110E6D2F9, "CLibCOMtest.IMath1")

]

interface IMath1 : IDispatch {

[id(0x60020000)]

HRESULT Multiply(

[in] long x,

[in] long y,

[out, retval] long\* pRetVal);

[id(0x60020001)]

HRESULT Divide(

[in] long x,

[in] long y,

[out, retval] long\* pRetVal);

};

[

odl,

uuid(627D823B-52E2-320E-870F-9950C5FB64A9),

version(1.0),

dual,

oleautomation,

custom(0F21F359-AB84-41E8-9A78-36D110E6D2F9, "CLibCOMtest.IDBTab")

]

interface IDBTab : IDispatch {

[id(0x60020000)]

HRESULT getTab(

[in] BSTR NameT,

[out, retval] IUnknown\*\* pRetVal);

};

[

uuid(0DFD18B3-5413-38D8-9CA5-8159F7D7A159),

version(1.0),

custom(0F21F359-AB84-41E8-9A78-36D110E6D2F9, "CLibCOMtest.ImpClass")

]

coclass ImpClass {

[default] interface \_ImpClass;

interface \_Object;

interface IMath1;

interface IDBTab;

};

[

odl,

uuid(E1629780-2939-3F50-A8E2-6430D41086DE),

hidden,

dual,

nonextensible,

oleautomation,

custom(0F21F359-AB84-41E8-9A78-36D110E6D2F9, "CLibCOMtest.ImpClass")

]

interface \_ImpClass : IDispatch {

[id(00000000), propget,

custom(54FC8F55-38DE-4703-9C4E-250351302B1C, 1)]

HRESULT ToString([out, retval] BSTR\* pRetVal);

[id(0x60020001)]

HRESULT Equals(

[in] VARIANT obj,

[out, retval] VARIANT\_BOOL\* pRetVal);

[id(0x60020002)]

HRESULT GetHashCode([out, retval] long\* pRetVal);

[id(0x60020003)]

HRESULT GetType([out, retval] \_Type\*\* pRetVal);

[id(0x60020004)]

HRESULT Multiply(

[in] long x,

[in] long y,

[out, retval] long\* pRetVal);

[id(0x60020005)]

HRESULT Divide(

[in] long x,

[in] long y,

[out, retval] long\* pRetVal);

[id(0x60020006)]

HRESULT getTab(

[in] BSTR NameT,

[out, retval] IUnknown\*\* pRetVal);

};

};

Для того, чтобы среда модели компонентных объектов СОМ могла найти нужную фабрику классов, путь к серверу, и т.п. COM- сервер должен быть зарегистрирован т.е. должна состояться запись информации о СОМ – сервере в системный реестр.

**Утилита регистрации сборки Regasm. exe** (Assembly Registration Utility) прочитывает метаданные в сборке и добавляет необходимые записи в системный реестр, что позволяет клиентам на основе модели компонентных объектов СОМ использовать компоненты сборки .NET так, как будто они являются обычными зарегистрированными компонентами, построенными на основе модели компонентных объектов Microsoft (COM). Конечно, клиенты при этом используют заместитель — вызываемый упаковщик на основе модели компонентных объектов СОМ (Callable COM Wrapper, CCW).   
Синтаксис вызова утилиты регистрации сборки :.

Regasm AssemblyPath [параметры]   
Где AssemblyPath – путь к регистрируемой сборке содержащей СОМ- объект(\*.dll)

Параметры утилиты :

* /unregister Отменить регистрацию типов
* /tlb[:FileName] Указанный файл библиотеки типов
* /regfile[:FileName] Указанное имя выходного файла
* /codebase (кодовая страница) Устанавливает кодовую страницу   
  в системном реестре
* /registered (зарегистрированный) Обращаться только к предварительно   
  зарегистрированным библиотекам типов
* /nologo Предотвращает вывод протокола
* /silent (тихий) Предотвращает отображение сообщений
* /verbose (подробно) Выводит дополнительную информацию
* /? или /help (помощь) Вывести сообщение - справку   
  по использованию

Регистрация позволяет любому клиенту на основе модели компонентных объектов СОМ получать доступ к компонентам .NET так, как будто это обычные компоненты, построенные на основе модели компонентных объектов Microsoft (COM).

Затем можно использовать утилиту Regedt32 . exe для проверки того, что информация была корректно занесена в системный реестр

**3. Создание клиента**

Как только закончена ручная или автоматическая регистрация сборки \*. dll в качестве компонента на основе модели компонентных объектов Microsoft (COM), можно начинать разработку клиентского приложения.

Имеются два способа использования СОМ сервера **Клиентами .Net технологий**

1. Использование технологии COM/DCOM

Внешний вид формы программы клиент

![](data:image/png;base64,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)

Полный код клиента приведен ниже

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Reflection;

using System.Windows.Forms;

namespace WFAppClientCom

{

public partial class Form1 : Form

{

// объявлене СОМ – объекта

Object ComClass;

// обявление типа для получение информации о зарегистрированном СОМ – //объекте (типе)

Type type

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// получение информации о зарегистрированном СОМ – //объекте (типе)

type = Type.GetTypeFromProgID("CLibComtest.ImpClass");

// создание СОМ – объекта

ComClass = Activator.CreateInstance(type);

if (ComClass != null)

MessageBox.Show("ComClass is created");

else

MessageBox.Show("ComClass is not created" );

}

private void button2\_Click(object sender, EventArgs e)

{

// получение ссылки на метод Multiply

MethodInfo mMulty = type.GetMethod("Multiply");

// вызов метода

int x = 5; int y = 7;

int r = (int)mMulty.Invoke(ComClass, new object[] { x, y });

MessageBox.Show(r.ToString());

// получение ссылки на метод getTab

MethodInfo mGetT = type.GetMethod("getTab");

// первый вызов метода

DataTable dt1 = (DataTable)mGetT.Invoke(ComClass, new object[] { "US\_CITIES" });

DataRow dr1 = dt1.Rows[3];

string name = dr1.Field<string>("NAME\_CITY").ToString();

MessageBox.Show("Назва = " + name);

// второй вызов метода

DataTable dt2 = (DataTable)mGetT.Invoke(ComClass, new object[] { "US\_REGION" });

DataRow dr2 = dt2.Rows[3];

string kilk = dr2.Field<double>("NUM\_APPARTMENT").ToString();

MessageBox.Show("Кількість appartment = " + kilk);

}

}

}

1. **Прямое подключение и использование класса реализации методов**

Полный код программы клиента

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Runtime.InteropServices;

using System.Linq;

using System.Text;

using ImpClass;

using System.Windows.Forms;

using System.Reflection;

namespace MyChrpServerClient

{

public partial class Form1 : Form

{

public object myComObjOB;

public ImpClass myComObjCalc;

IMath i1;

IDBTab i2;

int x = 100 ,y=20, r=0;

DataTable dt1;

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{ // Create OLE As Object and activate interfaces

myComObjOB = Activator.CreateInstance(typeof(ImpClass));

i1 = (IMath1)myComObjOB;

i2 = (IDBTab)myComObjOB;

this.label4.Text = "Creating OBJECT is success";

}

private void button2\_Click(object sender, EventArgs e)

{

// Call metods in firs interface IAdvancedMath i1;

r = i1.Multiply(x, y);

this.label1.Text = this.label1.Text + "="+r.ToString();

r = i1.Divide(x , y);

this.label2.Text = this.label2.Text + "="+r.ToString();

}

private void button3\_Click(object sender, EventArgs e)

{ // Create OLE As class CCharpCalc

myComObjCalc = new CCharpCalc();

this.label5.Text = "Creating CLASS is success";

}

private void button4\_Click(object sender, EventArgs e)

{

// Call metods in second interface IDBTab;

dt1 = i2.GetTab((”US\_SITIES”);

DataRow dr1 = dt1.Rows[3];

string name = dr1.Field<string>("NAME\_CITY").ToString();

MessageBox.Show("Назва = " + name);

}

}

}}

**Клиенты не .Net технологий** , а традиционных СОМ приложений должны создать COM объект традиционным способом, например с помощью импорта библиотеки типов для обеспечения раннего связывания, а затем вызовом CreateOleObject

используют сервер как обычную создают СОМ – объект ( в нашем случае CLibCOMtest)средствами используемого языка.

**Другой пример**

using System;

using System.Collections.Generic;

using System.Text;

using System.Runtime.InteropServices;

using System.Windows.Forms;

namespace Com01

{

[ComVisible(true)]

[Guid("1B97A425-1947-4e05-A0C6-C82B4C317B2A")]

public interface IComClass

{

double Pow(double x, double y);

DialogResult AboutBox();

}

[ComVisible(true)]

[ClassInterface(ClassInterfaceType.AutoDual)]

[Guid("F0635A7A-5C4B-45a1-9297-8471CEF4DEE3")]

public class ComClass : IComClass

{

public double Pow(double x, double y)

{

return Math.Pow(x,y);

}

public DialogResult AboutBox()

{

AboutBox1 box = new AboutBox1();

return box.ShowDialog();

}

}

}

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Text;

using System.Windows.Forms;

using System.Reflection;

namespace ComClient

{

public partial class ComClient : Form

{

Type type;

Object comClass;

public ComClient()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// button run com dialog about abox

MethodInfo mi = type.GetMethod("AboutBox");

//double f = (double)mi.Invoke(comClass, new object[] { 10, 10 });

mi.Invoke(comClass, null);

//comClass.Pow(2,10);

//comClass c1 = new ComClass();

//IComClass com1 = (IComClass)c1;

//MessageBox.Show(com1.Pow(10, 2).ToString());

/\*catch (Exception ex)

{

Console.WriteLine("Unexpected COM exception: " + ex.Message);

}\*/

}

private void button2\_Click(object sender, EventArgs e)

{

double x = decimal.ToDouble(numericUpDown1.Value);

double y = decimal.ToDouble(numericUpDown2.Value);

/\* Type type = Type.GetTypeFromProgID("Com01.ComClass");

Object comClass;

comClass = Activator.CreateInstance(type); \* \*/

MethodInfo mPow = type.GetMethod("Pow");

double f = (double)mPow.Invoke(comClass, new object[] { x, y });

textBox1.Text = f.ToString("0.000");

Com01.IComClass i1 = (Com01.IComClass)comClass;

double f1 = (double)i1.Pow(x, y);

textBox2.Text = f1.ToString("0.000");

}

private void button3\_Click(object sender, EventArgs e)

{

// buttonb Cout Powe 2 couse

/\* Object myComObjOB ;

myComObjOB = Activator.CreateInstance(typeof(Com01.ComClass)); \*/

double x = decimal.ToDouble(numericUpDown1.Value);

double y = decimal.ToDouble(numericUpDown2.Value);

Com01.IComClass i1 = (Com01.IComClass)comClass;

// i2 = (IAdvancedMath2)myComObjOB;

double f = (double)i1.Pow(x, y );

textBox1.Text = f.ToString("0.000");

}

private void button4\_Click(object sender, EventArgs e)

{

// connect to Com button

type = Type.GetTypeFromProgID("Com01.ComClass");

comClass = Activator.CreateInstance(type);

if (comClass != null)

MessageBox.Show("Connect to Com is successful");

else

MessageBox.Show("Connect to Com is sunuccessful");

}

}

}